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To summarize, Machine Learning is great for:
ng algorithm can often simplify code and perform bet-

for which there is no good solution at all using a t
the best Machine Learning techniques can find a solution.
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* k-Nearest Neighbors
* Linear Regression
* Logistic Regression
* Support Vector Machines (SVMs)
* Decision Trees and Random Forests
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— K-Means
— DBSCAN
— Hierarchical Cluster Analysis (HCA)

— One-class SVM
— |solation Forest

— Principal Component Analysis (PCA)
— Kernel PCA

— Locally-Linear Embedding (LLE)

— t-distributed Stochastic Neighbor Embedding (t-SNE)

— Apriori
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Feature 1

=t

Semisupervised learning with two classes (triangles and squares): the unla-
beled examples (circles) help classify a new instance (the cross) into the triangle class
rather than the square class, even though it is closer to the labeled squares

;—Pgafmuuw&\?g—: GMo  knwdwn as em,wuwwxfwy
—5

In batch learning, the system is incapable of learning incrementally: it must be trained
using all the available data. This will generally take a lot of time and computing
resources, so it is typically done offline. First the system is trained, and then it is
launched into production and runs without learning anymaore; it just applies what it
has learned. This is called offline learning.

If you want a batch learning system to know about new data (such as a new type of
spam), you need to train a new version of the system from scratch on the full dataset
(not just the new data, but also the old data), then stop the old system and replace it
with the new one.

—> Bnldine Lﬂﬂvut?vxa "

In online learning, you train the system incrementally by feeding it data instances
sequentially, either individually or in small groups called mini-batches. Each learning
step is fast and cheap, so the system can learn about new data on the fly, as it arrives.

S ' /| B

T New data (on the fly)

Y
S B Train_ML Evalqale
algorithm solution

&

In online learning, a model is trained and launched into production, and then it keeps learning as new data
comes in

- - -
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Obviously, if your training data is full of errors, outliers, and noise (e.g., due to poorquality
measurements), it will make it harder for the system to detect the underlying patterns, so your system is
less likely to perform well. It is often well worth the effort to spend time cleaning up your training data.
The truth is, most data scientists spend a significant part of their time doing just that. The following are a
couple of examples of when you'd want to clean up training data:
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Overfitting happens when the model is too complex relative to the
amount and noisiness of the training data. Here are possible solu-
tions:

« Simplify the model by selecting one with fewer parameters

(e.g., a linear model rather than a high-degree polynomial

model), by reducing the number of attributes in the training

data, or by constraining the model.

+ Gather more training data.

+ Reduce the noise in the training data (e.q., fix data errors and
remove outliers).

@UWFH‘&\a 4-14: fmﬁﬁﬁ«-a, Date o -

* Select a more powerful model, with more parameters.

- Feed better features to the learning algorithm (feature engineering).

* Reduce the constraints on the model (e.g., reduce the regularization hyperpara-
meter).

Netc¢ ¢ -

— ¢

The system will not perform well if your training set is too small, or if the data is
not representative, is noisy, or is polluted with irrelevant features (garbage in,
garbage out). Lastly, your model needs to be neither too simple (in which case it
will underfit) nor too complex (in which case it will overfit).
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A sequence of data processing components is called a data pipeline. Pipelines are very
common in Machine Learning systems, since there is a lot of data to manipulate and
many data transformations to apply.

Components typically run asynchronously. Each component pulls in a large amount
of data, processes it, and spits out the result in another data store. Then, some time
later, the next component in the pipeline pulls this data and spits out its own output.
Each component is fairly self-contained: the interface between components is simply
the data store. This makes the system simple to grasp (with the help of a data flow
graph), and different teams can focus on different components. Moreover, if a com-
ponent breaks down, the downstream components can often continue to run nor-
mally (at least for a while) by just using the last output from the broken component.
This makes the architecture quite robust.

On the other hand, a broken component can go unnoticed for some time if proper
monitoring is not implemented. The data gets stale and the overall system’s perfor-
mance drops
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from sklearn.model_selection import train_test_split
train_set, test_set = train_test_split(housing, test_size=0.2, random_state=42)
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Notice that the output is a SciPy sparse matrix, instead of a NumPy array. This is very
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1ents. You can us ostly like a norm but |fyou reallywantto con-
vert it to a (dense) NumPy afray Just call the toarray() method:

-
© . dadew_ Lt www&u
)

w)&([:r,l,o,o,o. ,}vaw\r\}
J])

L1084 -

C

—B:.jamﬂmfma{ avoude s @ ),aua,, Woraloer 8 Po<atlole
Wulcmu e owe -Wet - emcode Mlm@t—mquxgp

% dapuk ot hy g Sewdon il o

grleasa, rfww 1 v eilevd  Pae Tm{ofml%«m
ok ovd Bare Esfonotor’  lous f—rvwx glliae. . Hrere

MMPMLM Wﬁfmmoﬁfar

%001 Gt Mmusprmu



wimmﬁu@uwm {ooin

import numpy as n!a . . Eg %’rcf (&

from sklearn.base import BaseEstimator, TransformerMixin

Step 2: Define Your Custom Transformer

Create a class that inherits from BaseEstimator and TransformerMixin, and implement the required
methods: __init__, fit, and transform.

Here is an example of a custom transformer that adds a specified constant to all elements of an input
array:

python (9 Copy code

(BaseEstimator, TransformerMixin):
(self, constant=1):

self.constant = constant

(self, X, y=

self
(self, X):

X + self.constant
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When you call the pipeline’s fit() method, it calls fit_transform() sequentially on
all transformers, passing the output of each call as the parameter to the next call until
it reaches the final estimator, for which it calls the fit() method.
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Cross-validation is a technique used to assess the performance of a machine learning
model. It involves partitioning the data into subsets, training the model on some subsets
(training set), and evaluating it on the remaining subsets (validation set). This process is
repeated multiple times to ensure the model's performance is consistent and not dependent
on a particular split of the data.

In scikit-learn (sklearn), there are several cross-validation techniques available, including K-
Fold, Stratified K-Fold, Leave-One-Out, and more.



K- Eld'--
How K-Fold Cross-Validation Works
-p Data Splitting:

e The dataset is divided into k equal-sized subsets or "folds".
e For example, if k=5, the dataset is divided into 5 folds.

_# Training and Validation:

————

e The model is trained and validated k times.
o In each iteration, one of the k folds is used as the validation set, and the remaining k-1 folds

are used as the training set.
e This process is repeated k times, with each fold being used exactly once as the validation

set.
—p Performance Estimation:

¢ The performance metric (e.g., accuracy, precision, recall) is computed for each iteration.
The final performance estimate is obtained by averaging the performance metrics from all k

iterations. /@ @ Moge, siiioddle P.ul—o-rwwvvu__
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Stratified K-Fold Cross-Validation is an extension of K-Fold Cross-Validation that ensures
each fold is representative of the entire dataset, particularly with regard to the distribution
of the target variable. This is particularly useful when dealing with imbalanced datasets

where some classes are underrepresented.

How Stratified K-Fold Cross-Validation Works
—p Data Splitting:

e The dataset is divided into k folds, similar to K-Fold Cross-Validation.
® However, the splitting is done in such a way that each fold maintains the same proportion of
classes as in the entire dataset.
— Training and Validation:

e The process is similar to K-Fold Cross-Validation.
o |n each iteration, one of the k folds is used as the validation set, and the remaining k-1 folds

are used as the training set.



s This ensures that each fold is a good representative of the entire dataset, especially in
terms of class distribution.
—p Performance Estimation:

o The performance metric (e.g., accuracy, precision, recall) is computed for each iteration.
The final performance estimate is obtained by averaging the performance metrics from all k

iterations. = Gt .
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Leave-One-Out Cross-Validation (LOOCV) is a special case of K-Fold Cross-Validation where
the number of folds equals the number of data points in the dataset. In LOOCV, each data

point is used once as a validation set while the rest of the data points are used as the
training set. This process is repeated for each data point.
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All you need to do is tell it which hyperparameters you want it to experiment with and what
values to try out, and it will use cross-validation to evaluate all the possible combinations of
hyperparameter values «

For example, the following code searches for the best combi-
nation of hyperparameter values for the RandomForestRegressor:

from sklearn.model_selection import GridSearchCV Y oue |
param_grid = [ o {m:g*q =12 Levvin'c~
{'n_estimators": [3, 10, 30], 'max_features': [2, 4, 6, 8]}, —s jored
{bootstrap" [False], 'n_estimators": [3, 10], 'max_features': [2, 3, 4]}, 12 €4
] [} —
L p for s ¥ -6 =LY
forest_reg = RandomForestRegressor() ?

vl osie-
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grid_search = GridSearchCV(forest_reg, param_grid, cv=5, —7 W for JolLdalie~

scoring='neg_mean_squared_error’,
return_train_score=True)

grid_search.fit(housing_prepared, housing_labels) —0 okl 2ound e«l tmf;m,&,a

The grid search approach is fine when you are exploring relatively few combinations,
like in the previous example, but when the hyperparameter search space is large, it is
often preferable to use RandomizedSearchCV instead. This class can be used in much
the same way as the GridSearchCV class, but instead of trying out all possible combi-
nations, it evaluates a given number of random combinations by selecting a random
value for each hyperparameter at every iteration. This approach has two main
benefits:

* If you let the randomized search run for, say, 1,000 iterations, this approach will
explore 1,000 different values for each hyperparameter (instead of just a few val-

ues per hyperparameter with the grid search approach).

« Simply by setting the number of iterations, you have more control over the com-
puting budget you want to allocate to hyperparameter search.
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A much better way to evaluate the performance of a classifier is to look at the confu-
sion matrix. The general idea is to count the number of times instances of class A are

classified as class B. For example, to know the number of times the classifier confused

images of 5s with 3s, you would look in the fifth row and third column of the confu-
sion matrix.
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TP is the number of true positives, and FP is the number of false positives.

I

A trivial way to have perfect precision is to make one single positive prediction and
ensure it is correct (precision = 1/1 = 100%). But this would not be very useful, since
the classifier would ignore all but one positive instance. So precision is typically used
along with another metric named recall, also called sensitivity or the true positive rate
(TPR): this is the ratio of positive instances that are correctly detected by the classifier
(Equation 3-2).
Equation 3-2. Recall P Rl U He  aakio e Mwﬂ?
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FN is, of course, the number of false negatives.
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there are various strategies that you can use to perform multiclass classification
with multiple binary classifiers. One way to create a system that can classify the digit
images into 10 classes (from 0 to 9) is to train 10 binary classifiers, one for each digit (a 0-
detector, a 1-detector, a 2-detector, and so on). Then when you want to classify an image,

you get the decision score from each classifier for that image and you select the class
whose classifier outputs the highest score. This is called the one-versus-the-rest (OvR)



strategy (also called one-versus-all).

—
Another strategy is to train a binary classifier for every pair of digits: one to distin-
guish Os and 1s, another to distinguish Os and 2s, another for 1s and 2s, and so on.
This is called the one-versus-one (OvO) strategy. If there are N classes, you need to
train N x (N — 1) / 2 classifiers. For the MNIST problem, this means training 45
binary classifiers! When you want to classify an image, you have to run the image
through all 45 classifiers and see which class wins the most duels. The main advan-
tage of OvO is that each classifier only needs to be trained on the part of the training
set for the two classes that it must distinguish.

¥ G
Some algorithms (such as Support Vector Machine classifiers) scale poorly with the
size of the training set. For these algorithms OvO is preferred because it is faster to
train many classifiers on small training sets than to train few classifiers on large train-
ing sets. For most binary classification algorithms, however, OVR is preferred. o
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You'd explore data preparation options, try out multiple models (shortlisting the best ones
and fine-tuning their hyperparameters using GridSearchCV), and automate as much as
possible. Here, we will assume that you have found a promising model and you want to find
ways to improve it. One way to do this is to analyze the types of errors it makes.
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That's a lot of numbers. It's often more convenient to look at an image representation

of the confusion matrix, using Matplotlib’s matshow() function:
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This confusion matrix looks pretty good, since most images are on the main diago-
nal, which means that they were classified correctly. The 5s look slightly darker than
the other digits, which could mean that there are fewer images of 5s in the dataset or
that the classifier does not perform as well on 5s as on other digits. In fact, you can
verify that both are the case.
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Let's focus the plot on the errors. First, you need to divide each value in the confusion
matrix by the number of images in the corresponding class so that you can compare
error rates instead of absolute numbers of errors (which would make abundant
classes look unfairly bad):

- row_sums = conf_mx.sum(axis=1, keepdims=True)
_p norm_conf_mx = conf_mx / row_sums
Fill the diagonal with zeros to keep only the errors, and plot the result:
—» np.fill_diagonal(norm_conf_myx, 0)
—5 plt. matshow(norm_conf_mx, cmap=plt.cm.gray)

—o plt.show()

o
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Analyzing the confusion matrix often gives you insights into ways to improve your
classifier. Looking at this plot, it seems that your efforts should be spent on reducing
the false 8s. For example, you could try to gather more training data for digits that
look like 8s (but are not) so that the classifier can learn to distinguish them from real
8s.
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Until now each instance has always been assigned to just one class. In some cases you
may want your classifier to output multiple classes for each instance. Consider a
facerecognition classifier: what should it do if it recognizes several people in the same
picture? It should attach one tag per person it recognizes. Say the classifier has been
trained to recognize three faces, Alice, Bob, and Charlie. Then when the classifier is
shown a picture of Alice and Charlie, it should output [1, 0, 1] (meaning “Alice yes,

Bob no, Charlie yes”). Such a classification system that outputs multiple binary tags is
called a multilabel classification system.
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To illustrate this, let’s build a system that removes noise from images. It will take as
input a noisy digit image, and it will (hopefully) output a clean digit image, repre-
sented as an array of pixel intensities, just like the MNIST images. Notice that the
classifier's output is multilabel (one label per pixel) and each label can have multiple
values (pixel intensity ranges from 0 to 255). It is thus an example of a multioutput
classification system.
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to train a Linear Regression model, we need to find the value of 6 that minimi-
zes the RMSE. In practice, it is simpler to minimize the mean squared error (MSE)

than the RMSE, and it leads to the same result (because the value that minimizes a
function also minimizes its square root).
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To find the value of 8 that minimizes the cost function, there is a closed-form solution
—in other words, a mathematical equation that gives the result directly. This is called
the Normal Equation ,

B= (xTxa* xTy
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Vertical change

S1 =
ope Horizontal change




Positive slope Negative slope Zero slope Undefined slope




LINEAR EQUATIONS

* Slope-intercept form: y=mx+b

 Standard form: Ax + By = C, where A and B are not both O.




PARALLEL LINES

Same slope (positive, negative, zero)

or both vertical




PERPENDICULAR LINES

* Product of slopes is -1 g Oneis vertical and the other horizontal JMiace




EXAMPLE

Passes through (-2, 6) and parallel to

_zx 5
Yy=3 3

Passes through (-2, 6) and perpendicular to

_zx 5
Yy =3 3



BREAK-EVEN ANALYSIS

e Linear cost function, C(x) =mx + b m is the marginal cost, b is the fixed
cost, x is the number of items produced

« Revenue function, R(x) = PX p is the price per unit and x is the
number of units sold

e Profit function, P(x) = R(x) - C(x)

* Break-even point: The point where R(x) = C(x) Occurs where the two lines intersect



EXAMPLE

The cost to produce x widgets is given by C(x) = 105x + 6000 and each widget sells for
$250. Determine the break-even quantity.

Solution:
R(41) =250(41) = 10,250 R(42) = 250(42) = 10,500
R(x) = 250x
and and
250x = 105x + 6000
145% = 6000 C(41) =105(41) + 6000 = 10,305 C(42)=105(42) + 6000 =10,410
x ~41.38

The breakeven quantity is 42 widgets.

Note: Selling 41 widgets is not enough.



LEAST SQUARES LINE

Minimize the sum of the squares of the vertical distances from the data points to the line

y=mx-+b

Data points (x4, 1), (X2, V2), -, (Xn, Yn)

N
_nExy) - QEx)Qy)
T T - (R r)?
and
)%
b — Xy—-—m(Xx) "
n




SCATTERPLOT

Income from side business Let x represent the number of years since 1980 and

y represent the income in thousands of dollars
Year Income

1980 8 414
25.0 - ° @

1985 9 124
225

1990 10,806 -

1995 12.321 ¢ 175 .

2000 15,638 23501 .

2005 18,242 125 - "

2010 24792 = :

2015 25 436 5 5 » B 2 = > =

Years since 1980



1980 8,414
1985 9.124
1990 10,806
1993 12,321
2000 15,638
2005 18,242
2010 24,792
2015 25,436

LEAST SQUARES CALCULATIONS

Least Squares Calculations

X

0
S
10
15
20
25
30
35

140

y
8.414

9.124
10.806
12.321
15.638
18.242
24.792
25.436

o
0
45.62

108.06

184.815

312.76
456.05
743.76
390.26

N
0
25
100
225
400
625
200
1225

y2
70.795396
83.247376
116.769636
151.807041
244547044
332.770564
614.643264
646.990096

124.773 2741.325 3500 2261.57042

aCxy) - COCY)
T TG ) — (B x)2

_ 8(2741.325) — (140)(124.773)
B 8(3500) — (140)2

= 0.5312

_Zy-mE)

n

b

124773 — (0.5312)(140)
B 8

= 6.3

y=0.5312x+6.3



GRAPH OF LEAST SQUARES LINE

25041 @ Original Datapoints °
- |east Squares Line

225 -
20.0 -

17.5 1

Income

15.0 1
12.5 1
10.0 A1

1.5 -

Ll L] Ll ] L} L} ] Ll
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Years since 1980



LEAST SQUARES LINE PREDICTION

Use the least squares line y = 0.5312x + 6.3 to predict income in 2025

Recall, x is the number of years since 1980, so x = 45 corresponds to 2025
y = (0.5312)(45) + 6.3 = 30.204

Since y is in thousands of dollars, the predicted income in 2025 is $30,204



CORRELATION COEFFICIENT

S xy) - EOCy) . z = X Y

_ nXxy) —Cx)Cy

N v SO 0 \'OB 414 0 0 70795396
5 9124 4562 25 83247376

10  10.806  108.06 100  116.769636
15 12.321  184.815 225  151.807041
20 15638 31276 400  244.547044
25 18.242  456.05 625  332.770564
= L2 30 24792 74376 900  614.643264

35  25.436 89026 1225  646.990096

140 124.773 2741.325 3500 2261.57042

B 8(2741.325)(140)(124.773)
~ /8(3500) — (140)2 - \/8(2261.57042) — (124.773)?
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from scipy import stats
x=(0,5,10,15,20,25,30,35]
y = [8.414,9.124,10.806,12.321,15.638,18.242,24.792,25.436]
slope, intercept, r value, p value, std err = stats.linregress(x, y)
print("slope = ", slope)
print("intercept = ", intercept)
print("correlation coefficient =

, I _value)

slope = 0.5312357142857143
intercept = 6.300000000000001
correlation coefficient = 0.9690801754643459



AVERAGE RATE OF CHANGE

The average rate of change of f(x) with respect to x as x changes from a to b is

fb) - f(a)
b—a
—
ﬁ Based on population projections for 2000 to 2050, the projected Hispanic population (in millions) for a certain country can be modeled by the exponential function
H(t) = 37.791(1.021)* -

where t = 0 corresponds to 2000 and 0 < t < 50. Use H to estimate the average rate of change in the Hispanic population from 2000 to 2010.

The years 2000 and 2010 correspond to t = 0 and t = 10, respectively

Tip: Use technology H(10) = H(0) _ 37.791(1021)!° — 37.791(1.021)°

10-0 10

—>

(37.791%1.021%*10-37.791%1.021%%0)/10 8.73
0.8729653294860398 ~ W = 0.873 Never round until the last step

Based on this model, the Hispanic population increased at an average
rate of approximately 873,000 people per year between 2000 and 2010



INSTANTANEOUS RATE OF CHANGE

Suppose a car is stopped at a traffic light. When the light turns green, the car begins to move along a straight road. Assume that the
distance traveled by the car is given by s(t) = 3t?,for 0 < t < 15 where t is time in seconds and s(t) is distance traveled in feet.

How do we find the exact velocity of the car at say, t = 107?

Velocity repre s(10 + h) — s(10)

3(10 + h)? — 3(10)?

ovmg and
velocity can

Interval Average velocity
= A= 101 s(10.1) — s(10) _ 306.03 — 300 _ 03
10.1 — 10 0.1
e 40 =101 5(10.01) — 5(10) _ 300.6003 — 300 _ o
10.01 — 10 0.01
e 0 £ T1003 s(10.001) — s(10) _ 300.060003 — 300 _ 60,0083
10.001 — 10 0.001

Table suggests that the velocity at t = 10 is 60 ft/sec.

Consider the following where h is small but not 0

s(10 + h) —s(10)  s(10 + h) — s(10)
(10+h)—10 h

fast som
its dlrectl
be ne

h

_3(100 + 20h + h?) — 300

h

_ 300 + 60h + 3h% —300

_ 60h +3h%  h(60+3h)

h

=60+ 3h

s(10 + h) —s(10)
m

h

= }11n3(60 + 3h) = 60 ft/sec



INSTANTANEOUS RATE OF CHANGE

The instantaneous rate of change for a function f when x = a is

I fla+h) —f(a)
im

h—0 h Difference Quotient
provided this limit exists fla+h) —f(a)
h

Alternate Form

The instantaneous rate of change for a function f when x = a can be written as

y f(b) — f(a)
im
b-a b—a

provided this limit exists



EXAMPLE

Suppose the total profit in hundreds of dollars from selling x items is given by P(x) = 2x? — 5x + 6. Find and interpret the following:

(a) The average rate of change of profitfromx =2tox = 4
(b) The average rate of change of profitfromx =2tox =3
(c) The instantaneous rate of change of profit with respect to the number produced when x = 2

P(4)—P(12) (2(4)?*-5M4)+6)—(2(2)>2-5(2)+6) P2+ h)—-P(2) - 22+h?-52+h)+6)—4
= lim = lim
4 —2 2 h—0 h h—0 h
18— 4
= 5 =7 ] (8+8h+2h2—10—5h+6)—4
= lim
h—0 h

The average rate of change of profit
fromx =2 tox = 4is $700 per item 202 + 3N
= lim
h—0 h
PB)-P(2) _2EB)*-53)+6)-(2(2)*-5(2)+6)
3-2 1 = lim(2h +3) =3

=9—-4=5
The instantaneous rate of change of profit with respect to the

The average rate of change of profit number of items produced when x = 2 is $300 per item
from x = 2 tox = 3 is $500 per item



SECANT AND TANGENT LINES

fx) y=£(x)

S(a+h fla+h)) V
The slope of the secant line of the graph of y = f(x)
containing the points (a, f(a)) and (a + h, f(a + h)) is
given by fla + h)-f(a)
fla+h) -f(a)
h Wy R (a, f(a))
Slope of secant line = average rate of change h
0 a a+hx
)

The slope of the tangent line of the graph of y = f(x)
at the point (a, f(a)) is given by

Secant lines
lim f(a + h) - f(a) Points slide

down graph.
h—0 h J

provided this limit exists. If this limit does not exist, -~
then there is no tangent at the point.

Slope of tangent line = instantaneous rate of change 0 x



DEFINITION OF THE DERIVATIVE

The derivative of the function f at x is defined as

f'(x) = lim

h—0

fx+h) = fx)
h

The function f'(x) represents the instantaneous rate of change of y = f(x) with respect to x
P g P

The function f'(x) represents the slope of the graph at any point x

If f'(x) is evaluated at the point x = a, then it represents the
slope of the curve, or the slope of the tangent line at that point



APPLICATIONS OF DERIVATIVES

o Rate of Change of Quantities
o Increasing and Decreasing Functions

¢ Maxima and Minima
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e Gradient Descent is a generic optimization algorithm capable of finding optimal solu-
tions to a wide range of problems. The general idea of Gradient Descent is to tweak
parameters iteratively in order to minimize a cost function.

® Suppose you are lost in the mountains in a dense fog, and you can only feel the slope
of the ground below your feet. A good strategy to get to the bottom of the valley
quickly is to go downhill in the direction of the steepest slope. This is exactly what
Gradient Descent does: it measures the local gradient of the error function with
regard to the parameter vector 6, and it goes in the direction of descending gradient.
Once the gradient is zero, you have reached a minimum!

@ Concretely, you start by filling 6 with random values (this is called random initializa-
tion). Then you improve it gradually, taking one baby step at a time, each step
attempting to decrease the cost function (e.g., the MSE), until the algorithm converges
to a minimum

Cost

A

Learning step

Minimum

Random A
initial value 6

An important parameter in Gradient Descent is the size of the steps, determined by the learning rate
hyperparameter. If the learning rate is too small, then the algorithm will have to go through many
iterations to converge, which will take a long time.



Start
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On the other hand, if the learning rate is too high, you might jump across the valley and end up on the
other side, possibly even higher up than you were before. This might make the algorithm diverge, with

larger and larger values, failing to find a good solution «

Cost

—»

Finally, not all cost functions look like nice, regular bowls. There may be holes, ridges, plateaus, and all
sorts of irregular terrains, making convergence to the minimum difficult. Figure shows the two main
challenges with Gradient Descent. If the random initialization starts the algorithm on the left, then it will
converge to a local minimum, which is not as good as the global minimum. If it starts on the right, then it
will take a very long time to cross the plateau. And if you stop too early, you will never reach the global
minimum.

Cost

A

Plateau

> 0

L
Global
minimum

- W deseenk Pt fatle

Local minimum



VISUALIZING GD : LEARNING RATE
AND LOSS F*""" =7 "%

Y (Prediction,—Actual ) :
=1

Loss = 5% o

Target: Find optimal model parameters to minimize the Loss

d
Wnew = Woia — 1 aw Loss (Wold)
Descending with step coefficient 0.004 (iteration 50) Descending with step coefficient 0.05 (iteration 50)
30 30
flx) = %° * sin(x) ) = 1% sin(x)
20 . 20
10 Start (2.5,3.7) 1 10 Start (2.5,3.7)

a0 : . . End(49-237), 5 ~ End (5.4,22.1)




Fortunately, the MSE cost function for a Linear Regression model happens to be a convex function, which
means that if you pick any two points on the curve, the line segment joining them never crosses the
curve. This implies that there are no local minima, just one global minimum. It is also a continuous
function with a slope that never changes abruptly. These two facts have a great consequence: Gradient
Descent is guaranteed to approach arbitrarily close the global minimum (if you wait long enough and if
the learning rate is not too high).

Nete ;-
When using Gradient Descent, you should ensure that all features have a similar scale (e.g., using Scikit-
Learn’s StandardScaler class), or else it will take much longer to converge.

— ot Grdietr Descent o~

—p
To implement Gradient Descent, you need to compute the gradient of the cost function with regard to
each model parameter 0j. In other words, you need to calculate how much the cost function will change if
you change 6j just a little bit. This is called a partial derivative. It is like asking “What is the slope of the
mountain under my feet if | face east?” and then asking the same question facing north (and so on for all
other dimensions, if you can imagine a universe with more than three dimensions). Below equation
computes the partial derivative of the cost function with regard to parameter 8j, noted 0 MSE(©) / 06j

mJIN ,: .
Mse (o)~ PACEAES ‘OU)]?—

&/\d.fufwwﬁ ,*aw @ we.  hdew equakion do  counpude
thav ol w ene . e camuwr Vedo¥ g MsE(6),
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Nete ¢-

Notice that this formula involves calculations over the full training set X, at each Gradient Descent step!
This is why the algorithm is called Batch Gradient Descent: it uses the whole batch of training

data at every step (actually, Full Gradient Descent would probably be a better name). As a result it is
terribly slow on very large training sets (but we will see much faster Gradient Descent algorithms
shortly). However, Gradient Descent scales well with the number of features; training a Linear Regression
model when there are hundreds of thousands of features is much faster using Gradient Descent than

using the Normal Equation or SVD decomposition.
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On the left, the learning rate is too low: the algorithm will eventually reach the solution, but it will take a
long time. In the middle, the learning rate looks pretty good: in just a few iterations, it has already
converged to the solution. On the right, the learning rate is too high: the algorithm diverges, jumping all
over the place and actually getting further and further away from the solution at every step.

‘-—b{-o{—?ndafasedua&u&? mka&ummm G seaeche.
—e
Convergence Rate % —

When the cost function is convex and its slope does not change abruptly (as is the case for the MSE cost
function), Batch Gradient Descent with a fixed learning rate will eventually converge to the optimal




solution, but you may have to wait a while: it can take O(1/€) iterations to reach the optimum within a
range of €, depending on theshape of the cost function. If you divide the tolerance by 10 to have a more
precise solution, then the algorithm may have to run about 10 times longer.

— Stodradtc %éqaﬁud Descend ;-

@ The main problem with Batch Gradient Descent is the fact that it uses the whole training set to compute
the gradients at every step, which makes it very slow when the training set is large. At the opposite
extreme, Stochastic Gradient Descent picks a random instance in the training set at every step and
computes the gradients based only on that single instance. Obviously, working on a single instance at a
time makes the algorithm much faster because it has very little data to manipulate at every itera-
tion. It also makes it possible to train on huge training sets, since only one instance needs to be in
memory at each iteration,

® On the other hand, due to its stochastic (i.e., random) nature, this algorithm is much less regular than
Batch Gradient Descent: instead of gently decreasing until it reaches the minimum, the cost function will
bounce up and down, decreasing only on average. Over time it will end up very close to the minimum, but
once it gets there it will continue to bounce around, never settling down (see Figure ). So once the algo-
rithm stops, the final parameter values are good, but not optimal.

Cost
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When the cost function is very irregular (as in Figure 4-6), this can actually help the algorithm jump out of
local minima, so Stochastic Gradient Descent has a better chance of finding the global minimum than
Batch Gradient Descent does.

Ly

To perform Linear Regression using Stochastic GD with Scikit-Learn, you can use the SGDRegressor
class, which defaults to optimizing the squared error cost function.
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Figure shows the paths taken by the three Gradient Descent algorithms in parameter space during
training. They all end up near the minimum, but Batch GD’s path actually stops at the minimum, while
both Stochastic GD and Mini-batch GD continue to walk around.

Table 4-1. Comparison of algorithms for Linear Regression

Algorithm Large m Out-of-core support Largen Hyperparams Scaling required Scikit-Learn

Normal Equation Fast No Slow 0 No N/A

SVD Fast No Slow 0 No LinearRegression
Batch GD Slow No Fast 2 Yes SGDRegressor
Stochastic GD Fast Yes Fast >2 Yes SGDRegressor
Mini-batchGD  Fast Yes Fast >2 Yes SGDRegressor
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What |¥lyour data is more complex than a straight line? Surprisingly, you can use a linear model to fit

nonlinear data. A simple way to do this is to add powers of each feature as new features, then train a
linear model on this extended set of features. This technique is called Polynomial Regression.

“® the Normal Equation can only perform Linear Regression, the Gradient Descent algorithms can be
used to train many other models, as we will see.

—» A quadratic equation is of the formy = ax >+ bx + c.
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>>> from sklearn.preprocessing import PolynomialFeatures

>>> poly features = PolynomialFeatures(degree=2, include_bias=False)
>>> X_poly = poly_features.fit_transform(X)

>>> X[0]

array([-0.75275929])

>>> X_poly[0]

array([-0.75275929, 0.56664654])
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>>> lin_reg = LinearRegression()
>>> lin_reg.fit(X_poly, y)
>>> lin_reg.intercept_, lin_reg.coef_
(array([1.78134581]), array([[0.93366893, 0.56456263]]))
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(_9 —— Predictions
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If you perform high-degree Polynomial Regression, you will likely fit the training data much better than

with plain Linear Regression. For example, Figure applies a 300-degree polynomial model to the
preceding training data, and compares the result with a pure linear model and a quadratic model (second-
degree polynomial). Notice how the 300-degree polynomial model wiggles around to get as close as
possible to the training instances.

10
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This high-degree Polynomial Regression model is severely overfitting the training data, while the linear
model is underfitting it. The model that will generalize best in this case is the quadratic model, which
makes sense because the data was generated using a quadratic model. But in general you won't know
what function generated the data, so how can you decide how complex your model should be? How can
you tell that your model is overfitting or underfitting the data?

Le
%ﬂcadw extOnmatc e& @ wwodd ‘s g,muo.kﬁzu:ew pformance

O e AU \fMﬂolaﬂaeﬂ' ,1 o nwow perforis
a,cwfalm?, o Yhe (aog- Valldadlor, nadaicd, Hren Fow

nuodd G wd&f‘qﬂ—"“ﬁ’ 4& o pa_q(o—ﬂm Pooﬂg ev beth
Mv&mﬁm" mewwa/a o e W e a
wmedd  w 4oo S’i‘;’w.fh. er +oo OQ'MNbO].MC'

Lo

Another way to tell is to look at the learning curves: these are plots of the model’'s performance on the
training set and the validation set as a function of the training set size (or the training iteration). To
generate the plots, train the model several times on different sized subsets of the training set. The
following code defines a function that, given some training data, plots the learning curves of a model:

from sklearn.metrics import mean_squared_error
from sklearn.model_selection import train_test_split

def plot_learning_curves(model, X, y):
X_train, X_wval, y_train, y_val = train_test_split(X, vy, test_size=0.2)
train_errors, val_errors = [], []
for m in range(l, len(X_train)):
model. fit(X_train[:m], y_train[:m])
y_train_predict = model.predict(X_train[:m])
y_val_predict = model.predict(X_val)
train_errors.append(mean_squared_error(y_train[:m], y_train_predict))
val_errors.append(mean_squared_error(y_val, y_val_predict))
plt.plot(np.sgrt(train_errors), "r-+", linewidth=2, label="train")
plt.plot(np.sqrt(val_errors), "b-", linewidth=32, label="val")

Let’s look at the learning curves of the plain Linear Regression model (a straight line;
see Figure 4-15):

lin_reg = LinearRegression()
plot_learning_curves{lin_reg, X, y)

3.0

——  train

2.5 1 val

0 10 20 30 40 50 60 70 80
Training set size

Figure 4-15. Learning curves
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a good way to reduce overfitting is to regularize the model (i.e., to constrain it): the fewer degrees of
freedom it has, the harder it will be for it to overfit the data. A simple way to regularize a polynomial
model is to reduce the number of polynomial degrees.
For a linear model, regularization is typically achieved by constraining the weights of the model. We will
now look at Ridge Regression, Lasso Regression, and Elastic Net, which implement three different ways
to constrain the weights.
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—® |t is important to scale the data (e.g., using a StandardScaler) before performing Ridge Regression, as it
is sensitive to the scale of the input features. This is true of most regularized models.
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just like Ridge Regression, it adds a regularization term to the cost function, but it uses the 41 norm
of the weight vector instead of half the square of the 2 norm ,
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An important characteristic of Lasso Regression is that it tends to eliminate the weights of the least
important features (i.e., set them to zero).Lasso Regression automatically performs feature selection and
outputs a sparse model (i.e., with few nonzero feature weights).

Here is a small Scikit-Learn example using the Lasso class:

>>»> from sklearn.linear_model import Lasso
>>> lasso_reg = Lasso(alpha=0.1)

>>> lasso_reg.fit(X, vy)

>>> lasso_reg.predict([[1.5]])
array([1.53788174])
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Elastic Net is a middle ground between Ridge Regression and Lasso Regression. The regularization term
is a simple mix of both Ridge and Lasso's regularization terms, and you can control the mix ratio r. When
r= 0, Elastic Net is equivalent to Ridge Regression, and whenr = 1, it is equivalent to Lasso Regression o
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so generally you should avoid plain Linear Regression. Ridge is a good default, but if you suspect that

only a few features are useful, you should prefer Lasso or Elastic Net because they tend to reduce the
useless features’ weights down to zero,Elastic Net is preferred over Lasso because Lasso may behave
erratically when the number of features is greater than the number of training instances or when several
features are strongly correlated.

Here is a short example that uses Scikit-Learn’s ElasticNet (11_ratio corresponds to
the mix ratio r):

>>> from sklearn.linear_model import ElasticNet %5 1 ad a
>>> elastic_net = ElasticNet(alpha=0.1, 11_ratio=0.5) Pate
>>> elastic_net.fit(X, y)

>>> elastic_net.predict([[1.5]])

array([1.54333232])

O Bany  stoppilg T
A very different way to regularize iterative learning algorithms such as Gradient Descent is to stop
training as soon as the validation error reaches a minimum. This is called early stopping.
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With Stochastic and Mini-batch Gradient Descent, the curves are not so smooth, and it may be hard to
know whether you have reached the minimum or not. One solution is to stop only after the validation
error has been above the minimum for some time (when you are confident that the model will not do any
better), then roll back the model parameters to the point where the validation error was at a minimum.

from sklearn.base import clone
from sklearn.pipeline import Pipeline
from sklearn.linear_model import SGDRegressor
from sklearn.model_selection import train_test_split
from sklearn.metrics import mean_squared_error
from sklearn.preprocessing import PolynomialFeatures,StandardScaler
import numpy as np
from math import inf
#tdata prepration
= 100
X = 6 * np.random.rand(m, 1) - 3
y = 8.5 * X**2 + X + 2 + np.random.randn(m, 1)

X_train,X_val,y train,y_val=train_test split(X,y,test size=0.2,random state=42)

poly pipe=Pipeline(][ 4
("poly_feat”,PolynomialFeatures(degree=90, 1ncL“f“,ﬁ
("STd",StandardScaler())

1)
x_poly scaled=poly pipe.fit_transform(X_train)
X_val_scaled=poly pipe.transform(X_val)

sgd_reg = SGDRegressor(max_iter=1, warm_start=True,
penalty=None, Learning_rate="constant”, eta6=0.0005)

minimum_val_error = float("inf")
best_epoch = None
best_model = None

for epoch in range(1000):
sgd_reg.fit(x_poly_scaled,y_train)
y_poly_pred=sgd_reg.predict(x_val_scaled)
error=mean_squared_error(y_val,y poly pred)
if error<minimum_val_error:
minimum_val_error=error
best_epoch=epoch
best_model=clone(sgd_reg)
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Logistic Regression (also called Logit Regression) is commonly used to estimate the probability that an
instance belongs to a particular class (e.g., what is the probability that this email is spam?). If the
estimated probability is greater than 50%, then the model predicts that the instance belongs to that class
(called the positive class, labeled “1”), and otherwise it predicts that it does not (i.e., it belongs to the
negative class, labeled “0"). This makes it a binary classifier.
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Once the Logistic Regression model has estimated the probability p = h8(x) that an instance x belongs to
the positive class, it can make its prediction y easily
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The score t is often called the logit. The name comes from the fact that the logit function, defined as
logit(p) = log(p / (1 = p)), is the inverse of the logistic function. Indeed, if you compute the logit of the
estimated probability p, you will find that the result is t. The logit is also called the log-odds, since it is the

log of the ratio between the estimated probability for the positive class and the estimated probability for
the negative class.
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The objective of training is to set the parameter vector 6 so that the model estimates high probabilities

for positive instances (y = 1) and low probabilities for negative instances (y = 0). This idea is captured by

the cost function shown in Equation for a single training instance x o
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This cost function makes sense because —log(t) grows very large when t approaches 0, so the cost will
be large if the model estimates a probability close to 0 for a positive instance, and it will also be very
large if the model estimates a probability close to 1 for a negative instance. On the other hand, —log(t) is
close to 0 when tis close to 1, so the cost will be close to 0 if the estimated probability is close to 0 for a
negative instance or close to 1 for a positive instance, which is precisely what we want.
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this cost function is convex, so Gradient Descent (or any other optimization algorithm) is guaranteed to
find the global minimum (if the learning rate is not too large and you wait long enough).
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for each instance it computes the prediction error and multiplies it by the jth feature value, and then it
computes the average over all training instances. Once you have the gradient vector containing all
the partial derivatives, you can use it in the Batch Gradient Descent algorithm,

# pgistic Regre 5=

from sklearn.metrics import accuracy_score

from sklearn.linear_model import LogisticRegression
import pandas as pd

from sklearn.datasets import load_iris

from sklearn.model_selection import train_test_split

data=load_iris()

new_data=pd.DataFrame(data["data®
new_data.columns=data.feature_nam
new_data[ "target’ ]J=data["target™]

X=new_data.iloc[:,:4]
y=(new_data["target”]==2

ﬁ%ﬂ .factorize(y) '.u-'

o

“y=y[e]
model=LogisticRegression() H*t'

X_train,x_test,y_train,y_test=train_test_split(X,y)
model.fit(X_train,y_train)

y_pred=model.predict(x_test)

accuracy_scorefywtest,y_predﬂ
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when given an instance x, the Softmax Regression model first computes a score sk(x) for each class k,
then estimates the probability of each class by applying the softmax function (also called the normalized

exponential) to the scores. The equation to compute sk(x) should look familiar, as it is just like the
equation for Linear Regression prediction «
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Once you have computed the score of every class for the instance x, you can estimate the probability Bk
that the instance belongs to class k by running the scores through the softmax function (Equation ). The
function computes the exponential of every score, then normalizes them (dividing by the sum of all the

exponentials). The scores are generally called logits or log-odds (although they are actually unnormal-
ized log-odds).
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Just like the Logistic Regression classifier, the Softmax Regression classifier predicts the class with the
highest estimated probability (which is simply the class with the highest score)
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The Softmax Regression classifier predicts only one class at a time (i.e., it is multiclass, not multioutput),
so it should be used only with mutually exclusive classes, such as different types of plants. You cannot
use it to recognize multiple people in one picture.
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A Support Vector Machine (SVM) is a powerful and versatile Machine Learning model, capable of
performing linear or nonlinear classification, regression, and even outlier detection. It is one of the most
popular models in Machine Learning, and anyone interested in Machine Learning should have it in their
toolbox. SVMs are particularly well suited for classification of complex small- or medium-sized datasets.
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the solid line in the plot on the right represents the decision boundary of an SVM classifier; this line not
only separates the two classes but also stays as far away from the closest training instances as
possible. You can think of an SVM classifier as fitting the widest possible street (represented by the
parallel dashed lines) between the classes. This is called large margin classification.
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A hyperplane is a decision boundary that separates data points into different classes in a high-
dimensional space. In two-dimensional space, a hyperplane is simply a line that separates the data
points into two classes. In three-dimensional space, a hyperplane is a plane that separates the data
points into two classes. Similarly, in N-dimensional space, a hyperplane has (N-1)-dimensions.
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A margin is the distance between the decision boundary (hyperplane) and the closest data points from
each class. The goal of SVMs is to maximize this margin while minimizing classification errors. A larger
margin indicates a greater degree of confidence in the classification, as it means that there is a larger
gap between the decision boundary and the closest data points from each class. The margin is a
measure of how well-separated the classes are in feature space. SVMs are designed to find the

hyperplane that maximizes this margin, which is why they are sometimes referred to as maximum-margin
classifiers.
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If we strictly impose that all instances must be off the street and on the right side, this is called hard

margin classification. There are two main issues with hard margin classification. First, it only works if the
data is linearly separable. Second, it is sensitive to outliers.
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on the left, it is impossible to find a hard margin; on the right, the decision boundary ends up
very different from the one we saw in without the outlier, and it will probably not generalize as well.

To avoid these issues, use a more flexible model. The objective is to find a good balance between

keeping the street as large as possible and limiting the margin violations (i.e., instances that end up in the
middle of the street or even on the wrong side). This is called soft margin classification.

“SWhen creating an SVM model using Scikit-Learn, we can specify a number of hyperparameters. C is one
of those hyperparameters. If we set it to a low value, then we end up with the model on the left of Figure.
With a high value, we get the model on the right. Margin violations are bad. It's usually better to have few
of them. However, in this case the model on the left has a lot of margin violations but will probably
generalize better.
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o Instead of using the LinearSVC class, we could use the SVC class with a linear kernel. When creating the
SVC model, we would write SVC(kernel="linear", C=1). Or we could use the SGDClassifier class, with
SGDClassifier(loss="hinge", alpha=1/(m*C)). This applies regular Stochastic Gradient Descent to train a
linear SVM classifier. It does not converge as fast as the LinearSVC class, but it can be useful to handle
online classification tasks or huge datasets that do not fit in memory (out-of-core training).
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Although linear SVM classifiers are efficient and work surprisingly well in many cases, many datasets are

not even close to being linearly separable. One approach to handling nonlinear datasets is to add more
features, such as polynomial features, in some cases this can result in a linearly separable dataset.
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Consider the left plot in Figure: it represents a simple dataset with just one feature, x1. This dataset is not
linearly separable, as you can see. But if you add a second feature x2= (x1) the resulting 2D dataset is
perfectly linearly separable.
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The kernel trick makes it possible to get the same result as if you had added many polynomial features,
even with very high-degree polynomials, without actually having to add them. So there is no combinatorial
explosion of the number of features because you don't actually add any features. This trick is
implemented by the SVC class.
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Other kernels exist but are used much more rarely. Some kernels are specialized for specific data
structures. String kernels are sometimes used when classifying text documents or DNA sequences (e.g.,
using the string subsequence kernel or kernels based on the Levenshtein distance).

-»

With so many kernels to choose from, how can you decide which one to use? As a rule of thumb, you
should always try the linear kernel first (remember that LinearSVC is much faster than
SVC(kernel="linear")), especially if the training set is very large or if it has plenty of features. If the training
set is not too large, you should also try the Gaussian RBF kernel; it works well in most cases. Then

if you have spare time and computing power, you can experiment with a few other kernels, using cross-
validation and grid search. You'd want to experiment like that especially if there are kernels specialized
for your training set’s data structure.



Table 5-1. Comparison of Scikit-Learn classes for SVM classification

Class Time complexity Out-of-core support Scaling required Kernel trick
LinearsSvc 0(m x n) No Yes No —& Lbuineas
SGDClassifier 0O(mxn) Yes Yes No e
SVC 0(m* x n) to O(m* x n) No Yes Yes—e Jwbsvm
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To use SVMs for regression instead of classification, the trick is to reverse the objective: instead of trying
to fit the largest possible street between two classes while limiting margin violations, SVM Regression
tries to fit as many instances as possible on the street while limiting margin violations (i.e., instances off
the street). The width of the street is controlled by a hyperparameter, €.
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Adding more training instances within the margin does not affect the model’s predictions; thus, the model
is said to be e-insensitive.
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To tackle nonlinear regression tasks, you can use a kernelized SVM model. Figure shows SVM
Regression on a random quadratic training set, using a second-degree polynomial kernel. There is little

regularization in the left plot (i.e., a large C value), and much more regularization in the right plot (i.e., a
small C value).
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The SVR class is the regression equivalent of the SVC class, and the LinearSVR class is the regression
equivalent of the LinearSVC class. The LinearSVR class scales linearly with the size of the training set

(just like the LinearSVC class), while the SVR class gets much too slow when the training set grows large
(just like the SVC class).
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Suppose you find an iris flower and you want to classify it. You start at the root node (depth 0, at the

top): this node asks whether the flower's petal length is smaller than 2.45 cm. If it is, then you move down
to the root's left child node (depth 1, left). In this case, it is a leaf so it does not ask any questions: simply
look at the predicted class for that node, and the Decision Tree predicts that your flower is an Iris setosa
(class=setosa)e

Now suppose you find another flower, and this time the petal length is greater than 2.45 cm. You must
move down to the root'’s right child node (depth 1, right), which is not a leaf node, so the node asks
another question: is the petal width smaller than 1.75 cm? If it is, then your flower is most likely an Iris
versicolor (depth 2, left). If not, it is likely an Iris virginica (depth 2, right).

—»
Decision Trees is that they require very little data preparation. In fact, they don't require feature scaling or
centering at all.

node’sgini attribute measures its impurity: a node is “pure” (gini=0) if all training instances it applies to
belong to the same class. For example, since the depth-1 left node applies only to Iris setosa training
instances, it is pure and its gini score is 0.
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Scikit-Learn uses the CART algorithm, which produces only binary trees: nonleaf nodes always have two

children (i.e., questions only have yes/no answers). However, other algorithms such as ID3 can produce
Decision Trees with nodes that have more than two children
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Figure shows this Decision Tree's decision boundaries. The thick vertical line represents the decision
boundary of the root node (depth 0): petal length = 2.45 cm. Since the lefthand area is pure (only Iris
setosa), it cannot be split any further. However, the righthand area is impure, so the depth-1 right node
splits it at petal width =1.75 cm (represented by the dashed line). Since max_depth was set to 2, the
DecisionTree stops right there. If you set max_depth to 3, then the two depth-2 nodes would each add
another decision boundary (represented by the dotted lines).
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A Decision Tree can also estimate the probability that an instance belongs to a particular class k. First it
traverses the tree to find the leaf node for this instance, and then it returns the ratio of training instances
of class k in this node. For example, suppose you have found a flower whose petals are 5 cm long and
1.5 cm wide. The corresponding leaf node is the depth-2 left node, so the Decision Tree should output
the following probabilities: 0% for Iris setosa (0/54), 90.7% for Iris versicolor (49/54), and 9.3% for Iris
virginica (5/54). And if you ask it to predict the class, it should output Iris versicolor (class 1) because it
has the highest probability.
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Scikit-Learn uses the Classification and Regression Tree (CART) algorithm to train Decision Trees (also
called “growing” trees). The algorithm works by first splitting thetraining set into two subsets using a
single feature k and a threshold tk(e.g., “petal length < 2.45 cm”). How does it choose k and tk ? It
searches for the pair (k, tk) that produces the purest subsets (weighted by their size) «
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—®0Once the CART algorithm has successfully split the training set in two, it splits the subsets using the
same logic, then the sub-subsets, and so on, recursively. It stops recursing once it reaches the maximum
depth (defined by the max_depth hyperparameter), or if it cannot find a split that will reduce impurity.
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So, should you use Gini impurity or entropy? The truth is, most of the time it does not make a big
difference: they lead to similar trees. Gini impurity is slightly faster to compute, so it is a good default.
However, when they differ, Gini impurity tends to isolate the most frequent class in its own branch of the
tree, while entropy tends to produce slightly more balanced trees.

—>To avoid overfitting the training data, you need to restrict the Decision Tree’s freedom during training. As
you know by now, this is called regularization. The regularization hyperparameters depend on the
algorithm used, but generally you can at least restrict the maximum depth of the Decision Tree. In Scikit-
Learn, this is controlled by the max_depth hyperparameter (the default value is None, which means
unlimited). Reducing max_depth will regularize the model and thus reduce the risk of overfitting -

-—
The DecisionTreeClassifier class has a few other parameters that similarly restrict the shape of the

Decision Tree: min_samples_split (the minimum number of samples a node must have before it can be
split), min_samples_leaf (the minimum number of samples a leaf node must have),
min_weight_fraction_leaf (same as min_samples_leaf but expressed as a fraction of the total number of
weighted instances), max_leaf_nodes (the maximum number of leaf nodes), and max_features (the
maximum number of features that are evaluated for splitting at each node). Increasing
min_*hyperparameters or reducing max_* hyperparameters will regularize the model.

—

Other algorithms work by first training the Decision Tree without restrictions, then pruning (deleting)
unnecessary nodes. A node whose children are all leaf nodes is considered unnecessary if the

purity improvement it provides is not statistically significant. Standard statistical tests, such as the x2
test (chi-squared test), are used to estimate the probability that the improvement is purely the result of
chance (which is called the null hypothesis). If this probability, called the p-value, is higher than a given
threshold (typically 5%, controlled by a hyperparameter), then the node is considered unnecessary and its
children are deleted. The pruning continues until all unnecessary nodes have been pruned.



—b Figure shows two Decision Trees trained on the moons dataset
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On the left the Decision Tree is trained with the default hyperparameters (i.e., no restrictions), and on the
right it's trained with min_samples_leaf=4. It is quite obvious that the model on the left is overfitting, and
the model on the right will probably generalize better.

from sklearn.datasets import load_iris

Trom sklearn.tree import DecisionTreeclassifier
iris=load_iris()

X=iris["data™][:.,:2]
=iris["target™]
dt=DecisionTreeClassifier(max_depth=2)
dt.Fit(x,y)
v=dt.predict([[5,1.2]1])
A fF y==©:
print(Tiris_setosa")
elif y=—1:
print(Tiris_versicolor®™)
else:
print(”iris_wvirginica"™)
00=

iris_yersicolor

x1<=0.197
mse = 0.098
samples = 200
value = 0.354

True False

x1<=0.092 x1 <=0.772
mse = 0.038 mse = 0.074
samples = 44 samples = 156
_value = 0.689 value = 0.259
mse =0.013 mse = 0.015 mse = 0.036
samples = 24 samples = 110 samples = 46
value = 0.552 value =0.111 value =0.615
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For example, suppose you want to make a prediction for a new instance with x1 = 0.6. You traverse
the tree starting at the root, and you eventually reach the leaf node that predicts value=0.111{This
prediction is the average target value of the 110 training instances associated with this leaf node, and it
results in a mean squared error equal to 0.015 over these 110 instances.

—P
This model’s predictions are represented on the left in Figure . If you set max_depth=3, you get the
predictions represented on the right. Notice how the predicted value for each region is always the
average target value of the instances in that region. The algorithm splits each region in a way that makes
most training instances as close as possible to that predicted value.
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> The CART algorithm works mostly the same way as earlier, except that instead of trying to split the
training set in a way that minimizes impurity, it now tries to split the training set in a way that minimizes
the MSE. Equation shows the cost function that the algorithm tries to minimize.
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S Suppose you pose a complex question to thousands of random people, then aggregate their answers. In
many cases you will find that this aggregated answer is better than an expert's answer. This is called the
wisdom of the crowd. Similarly, if you aggregate the predictions of a group of predictors (such as
classifiers or regressors), you will often get better predictions than with the best individual predictor. A
group of predictors is called an ensemble; thus, this technique is called Ensemble Learning, and an
Ensemble Learning algorithm is called an Ensemble method.

—D As an example of an Ensemble method, you can train a group of Decision Tree classifiers, each on a
different random subset of the training set. To make predictions, you obtain the predictions of all the
individual trees, then predict the class that gets the most votes (see the last exercise in Chapter 6). Such
an ensemble of Decision Trees is called a Random Forest, and despite its simplicity, this is one of the
most powerful Machine Learning algorithms available today.
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= Ensemble methods work best when the predictors are as independent from one another as possible. One
way to get diverse classifiers is to train them using very different algorithms. This increases the
chance that they will make very different types of errors, improving the ensemble’s accuracy,

<> Hard Voting
. Each classifier in the ensemble makes a prediction (class label), and the final prediction is
determined by majority voting.
. The class that receives the most votes from the classifiers is chosen as the final output.

—8 Soft Voting

. Each classifier provides a probability estimate for each class (using methods like
predict_proba()).

. The final prediction is made by averaging these probabilities and selecting the class with the
highest average probability.

—p ode
ﬁk!earn ensemble import RandomForestClassifier,VotingClassifier
from sklearn.svm import SVC
from sklearn.linear_model import LogisticRegression
from sklearn.model_selection import train_test_split
from sklearn.datasets import make_moons

# Generate the dataset
X, y = make_moons(n_samples=10000, noise=0.1, random_state=42)

x_train,x_testy_train,y_test=train_test_split(X,y,test_size=0.2,random_state=42)
r_f=RandomForestClassifier()

svc=SVC(probability=True)

Igl=LogisticRegression()

Voting_clf=VotingClassifier(estimators=[("random” r_f),("svc",svc),("lgl" Igl)],voting="soft")

Voting_clf.fit(x_train,y_train)
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—& both bagging and pasting allow training instances to be sampled several times across multiple
predictors, but only bagging allows training instances to be sampled several times for the same predictor.
This sampling and training process is represented in Figure
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from sklearn.ensemble import BaggingClassifier Y

from sklearn.tree import DecisionTreeClassifier e Q”d are a' :fc
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Bagging Boosting
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Selection of Subset: Bagéing starts by choosing a random sample, or subset, from the entire dataset.
Bootstrap Sampling: Each model is then created from these samples, called Bootstrap Samples,
which are taken from the original data with replacement. This process is known as row sampling.
Bootstrapping: The step of row sampling with replacement is referred to as bootstrapping.
Independent Model Training: Each model is trained independently on its corresponding Bootstrap
Sample. This training process generates results for each model.

Majority Voting: The final output is determined by combining the results of all models through
majority voting. The most commonly predicted outcome among the models is selected.

Aggregation: This step, which involves combining all the results and generating the final output
based on majority voting, is known as aggregation.



Original Data

|
OO0 Bootstrapping
99090
Classifier mega.t'ng
Ensemble classifier Bagging

—B Now let's look at an example by breaking it down with the help of the following figure. Here the bootstrap
sample is taken from actual data (Bootstrap sample 01, Bootstrap sample 02, and Bootstrap sample 03)
with a replacement which means there is a high possibility that each sample won't contain unique data.
The model (Model 01, Model 02, and Model 03) obtained from this bootstrap sample is trained
independently. Each model generates results as shown. Now the Happy emoji has a majority when
compared to the Sad emoji. Thus based on majority voting final output is obtained as Happy emoji.

Bagging Ensemble Method

LR Majority Voting

Build Parallel

Steps Involved in Random Forest Algorithm
. Step 1: In this model, a subset of data points and a subset of features is selected for
constructing each decision tree. Simply put, n random records and m features are taken from the



data set having k number of records.

. Step 2: Individual decision trees are constructed for each sample.

. Step 3: Each decision tree will generate an output.

= Step 4. Final output is considered based on Majority Voting or Averaging for Classification and
regression, respectively.
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- One way for a new predictor to correct its predecessor is to pay a bit more attention to the training
instances that the predecessor underfitted. This results in new predictors focusing more and more on the
hard cases. This is the technique used by AdaBoost.

~® For example, when training an AdaBoost classifier, the algorithm first trains a base classifier (such as a
Decision Tree) and uses it to make predictions on the training set. The algorithm then increases the
relative weight of misclassified training instances.Then it trains a second classifier, using the updated
weights, and again makes predictions on the training set, updates the instance weights, and so on see
Figure
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—> There is one important drawback to this sequential learning technique: it cannot be parallelized (or only
partially), since each predictor can only be trained after the previous predictor has been trained and
evaluated. As a result, it does not scale as well as bagging or pasting.
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B To make predictions, AdaBoost simply computes the predictions of all the predictors and weighs them
using the predictor weights aj. The predicted class is the one that receives the majority of weighted votes
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Scikit-Learn uses a multiclass version of AdaBoost called SAMME (which stands for Stagewise Additive
Modeling using a Multiclass Exponential loss function). When there are just two classes, SAMME is
equivalent to AdaBoost. If the predictors can estimate class probabilities (i.e., if they have a
predict_proba() method), Scikit-Learn can use a variant of SAMME called SAMME.R (the R stands for
“Real”), which relies on class probabilities rather than predictions and generally performs better.

semble import AdaBoostClassifier
‘ee import DecisionTreeClassifier

9%‘3%1@5:%
Q l : Eem l ; n Ea ada_model=AdaBoostClassifier(

DecisionTreeClassifier(max_depth=2),
n_estimators=2ee,

WV‘.&, ﬁ)::'-"r"l; v Tm algorithm="SAMME.R",
Lot

learning_rate=0.5

. & )
f’ ada_model.fit(x_train,y_train)
v 1.6s
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A2 d\anacond:
warnings.warn( ’
-

P o AdaBoostClassifier

» estimator: DecisionTreeClassifiari
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@ Another very popular boosting algorithm is Gradient Boosting. Just like AdaBoost, Gradient Boosting
works by sequentially adding predictors to an ensemble, each one correcting its predecessor. However,
instead of tweaking the instance weights at every iteration like AdaBoost does, this method tries to fit the
new predictor to the residual network errors made by the previous predictor.

e Let's go through a simple regression example, using Decision Trees as the base predictors (of course,
Gradient Boosting also works great with regression tasks). This is called Gradient Tree Boosting, or

Gradient Boosted Regression Trees (GBRT). First, let’s fit a DecisionTreeRegressor to the training set (for
example, a noisy quadratic training set):

from sklearn.tree import DecisionTreeRegressor

tree_reg1 = DecisionTreeRegressor(max_depth=2)

tree_reg1.fit(X, y)
Next, we'll train a second DecisionTreeRegressor on the residual errors made by the
first predictor:

y2 =y - tree_reg1.predict(X)

tree_reg2 = DecisionTreeRegressor(max_depth=2)

tree_reg2.fit(X, y2)



Then we train a third regressor on the residual errors made by the second predictor:
y3 = y2 - tree_reg2.predict(X)
tree_reg3 = DecisionTreeRegressor(max_depth=2)
tree_reg3.fit(X, y3)

Now we have an ensemble containing three trees. It can make predictions on a new

instance simply by adding up the predictions of all the trees:
y_pred = sum(tree.predict(X_new) for tree in (tree_reg1, tree_reg2, tree_reg3))

—BMM-[-ﬂam.e, WMW Fa,cau'ch'@w & thue Houe hmf’nbd/r

o8 Residuals and tree predictions o8 Ensemble predictions
’ o - ’ * - - -
% - Training set . - - Training set .
064 -4- — hi(x1) »" 061 .4- — h(x1) = hi(x1) »
_— - . -
y ..: - ‘. y -': - d-.
0.4 - L - 0.4 4 Pl _
- -
- S - 2
0.2 . .o . s 4 0.2 4 * . ) .. 4
- - > =
- - - - - -
_— -a..'- :. - ._ .:.... 0.0 -6, .f. :. - ‘- .-'..
- 3 - = : - .'. 24 s
—0.4 —0.2 0.0 0.2 0.4 —-0.4 —0.2 0.0 0.2 0.4
0.8
- - -
0.4 - - Residuals - —— h(x1) = hi(x1) + h2(x1) .
+ h2(x1) 064 _4° 2°
0.2 +1‘++ 4 + —iy
= e * |y oo
-.5 '-"_b_ + b oy g + 0.4 3 - -
— .p : . Lrs
= 0.0 o s * ++# -t )
1 -.-t W+ e X -+ .:' -
+ 4+ + * 4 + - .
5—0.2- S :-i- 0.2 1 - ] - -
-.. - I
- - - - -
e - I
DA 0.0 - TEe = 8, 8"
(o] - 3% 2
—0.4 —0.2 0.0 0.2 0.4 —0.4 —0.2 0.0 0.2 0.4
0.8
0.4 — hs(x1) ¥ h(x1) = h1(x1) + h2(x1) + h3a(x;)
= 061 4- -
~ 0.2 =
-~ - i I ‘E::: + - y - ) -
‘L‘ + o+ b & % . - e e 0.4 1 - N L
—~ 0.0 "L'_‘*:—t'l++ TS RO, W e b i e
Rat +F & o+ 4+ + ¥ T3 s
— . 4 + -
= —0.2 4 0.2 4
I +
>,
—0.4 1 0.0 A
-0.4 -0.2 0.0 0.2 0.4 -0.4 0.4
X1

L’In this depiction of Gradient Boosting, the first predictor (top left) is trained normally, then each
consecutive predictor (middle left and lower left) is trained on the previous predictor’s residuals; the right
column shows the resulting ensemble’s predictions «

® In the first row, the ensemble has just one tree, so its predictions are exactly the same as the first tree’s
predictions. In the second row, a new tree is trained on the residual errors of the first tree. On the right



you can see that the ensemble’s predictions are equal to the sum of the predictions of the first
two trees. Similarly, in the third row another tree is trained on the residual errors of the second tree. You
can see that the ensemble’s predictions gradually get better as trees are added to the ensemble.

A simpler way to train GBRT ensembles is to use Scikit-Learn’s GradientBoostingRegressor class. Much
like the RandomForestRegressor class, it has hyperparameters to control the growth of Decision Trees

(e.g., max_depth, min_samples_leaf), as well as hyperparameters to control the ensemble training, such
as the number of trees (n_estimators).

The learning_rate hyperparameter scales the contribution of each tree. If you set it to a low value, such as

0.1, you will need more trees in the ensemble to fit the training set, but the predictions will usually
generalize better. This is a regularization technique called shrinkage.

learning_rate=1.0, n_estimators=3

08 learning_rate=0.1, n_estimators=200
—— Ensemble predictions
061 .,
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0.0
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Figure shows two GBRT ensembles trained with a low learning rate: the one on the left does not have

enough trees to fit the training set, while the one on the right has too many trees and overfits the training
set.

o

In order to find the optimal number of trees, you can use early stopping. A simple way to implement this
is to use the staged_predict() method: it returns an iterator over the predictions made by the ensemble at
each stage of training (with one tree, two trees, etc.). The following code trains a GBRT ensemble with120
trees, then measures the validation error at each stage of training to find the opti-

mal number of trees, and finally trains another GBRT ensemble using the optimal number of trees:

=B import numpy as np

— from sklearn.model_selection import train_test_split

—> from sklearn.metrics import mean_squared_error

~—» X_train, X_val, y_train, y_val = train_test_split(X, y)

—> gbrt = GradientBoostingRegressor(max_depth=2, n_estimators=120)
—>gbrt.fit(X_train, y_train)

—> errors = [mean_squared_error(y_val, y_pred) for y_pred in gbrt.staged_predict(X_val)]
—» bst_n_estimators = np.argmin(errors) + 1

—2 gbrt_best = GradientBoostingRegressor(max_depth=2,n_estimators=bst_n_estimators)
—» gbrt_best.fit(X_train, y_train)



The validation errors are represented on the left of Figure, and the best model’s predictions are
represented on the right.
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'Instead of using trivial functions (such as hard voting) to aggregate the predictions of all predictors in an
ensemble, why don't we train a model to perform this aggregation? Figure shows such an ensemble
performing a regression task on a new instance. Each of the bottom three predictors predicts a different
value (3.1, 2.7, and 2.9), and then the final predictor (called a blender, or a meta learner) takes these
predictions as inputs and makes the.final prediction (3.0).

@ Blending O ﬂﬁlﬂj@fm? Pﬂm’c/bem y,unwb

New instance

—&
To train the blender, a common approach is to use a hold-out set. 19 Let's see how it works. First, the
training set is split into two subsets. The first subset is used to train the predictors in the first layer (see
Figure 1).

—PNext, the first layer’s predictors are used to make predictions on the second (heldout) set (see Figure 2).

This ensures that the predictions are “clean,” since the predictors never saw these instances during
training. For each instance in the hold-out set, there are three predicted values. We can create a new
training set using these predicted values as input features (which makes this new training set 3D), and
keeping the target values. The blender is trained on this new training set, so it learns to predict the target
value, given the first layer’s predictions.
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—Plt is actually possible to train several different blenders this way (e.g., one using Linear Regression,
another using Random Forest Regression), to get a whole layer of blenders. The trick is to split the
training set into three subsets: the first one is used to train the first layer, the second one is used to
create the training set used to train the second layer (using predictions made by the predictors of the first
layer), and the third one is used to create the training set to train the third layer (using predictions
made by the predictors of the second layer). Once this is done, we can make a prediction for a new
instance by going through each layer sequentially, as shown in Figure

Layer 3 3{}

New instance



% tee— € D?mmﬁ@%al% RedwctSorv e

—pPMany Machine Learning problems involve thousands or even millions of features for each training

_9

instance. Not only do all these features make training extremely slow, but they can also make it much
harder to find a good solution, as we will see. This problem is often referred to as the curse of
dimensionality.

Fortunately, in real-world problems, it is often possible to reduce the number of features considerably,
turning an intractable problem into a tractable one. For example, consider the MNIST images, the pixels
on the image borders are almost always white, so you could completely drop these pixels from the
training set without losing much information. Additionally, two neighboring pixels are often highly
correlated: if you merge them into a single pixel (e.g., by taking the mean of the two pixel intensities), you
will not lose much information.

Reducing dimensionality does cause some information loss (just like compressing an image to JPEG can
degrade its quality), so even though it will speed up training, it may make your system perform slightly
worse. It also makes your pipelines a bit more complex and thus harder to maintain. So, if training is too
slow, you should first try to train your system with the original data before considering using
dimensionality reduction. In some cases, reducing the dimensionality of the training data may filter out
some noise and unnecessary details and thus result in higher performance, but in general it won't; it will
just speed up training

~BApart from speeding up training, dimensionality reduction is also extremely useful for data visualization

(or DataViz). Reducing the number of dimensions down to two (or three) makes it possible to plot a
condensed view of a high-dimensional training set on a graph and often gain some important insights by
visually detecting patterns,such as clusters.
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Unfortunately, in practice, the number of training instances required to reach a given density grows
exponentially with the number of dimensions. With just 100 features (significantly fewer than in the
MNIST problem), you would need more training instances than atoms in the observable universe in order
for training instances to be within 0.1 of each other on average, assuming they were spread out uniformly

across all dimensions.
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In most real-world problems, training instances are not spread out uniformly across all dimensions. Many

features are almost constant, while others are highly correlated. As a result, all training instances lie
within (or close to) a much lower-dimensional subspace of the high-dimensional space.
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—P 2D manifold is a 2D shape that can be bent and twisted in a higher-dimensional space. More generally, a
d-dimensional manifold is a part of an n-dimensional space (where d < n) that locally resembles a d-

dimensional hyperplane. In the case of the Swiss roll, d = 2 and n = 3: it locally resembles a 2D plane, but
it is rolled in the third dimension.

= 4 Many dimensionality reduction algorithms work by modeling the manifold on which the training instances
lie; this is called Manifold Learning. It relies on the manifold assumption, also called the manifold
hypothesis, which holds that most real-world high-dimensional datasets lie close to a much lower-
dimensional manifold. This assumption is very often empirically observed.
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Before you can project the training set onto a lower-dimensional hyperplane, you first need to choose the

right hyperplane. For example, a simple 2D dataset is represented on the left in Figure, along with three
different axes (i.e., 1D hyperplanes). On the right is the result of the projection of the dataset onto each of
these axes. As you can see, the projection onto the solid line preserves the maximum variance, while the
projection onto the dotted line preserves very little variance and the projection onto the dashed line
preserves an intermediate amount of variance.
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It seems reasonable to select the axis that preserves the maximum amount of variance, as it will most

likely lose less information than the other projections. Another way to justify this choice is that it is the
axis that minimizes the mean squared distance between the original dataset and its projection onto that
axis. This is the rather simple idea behind PCA.
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PCA identifies the axis that accounts for the largest amount of variance in the training set. In above
Figure, it is the solid line. It also finds a second axis, orthogonal to the first one, that accounts for the
largest amount of remaining variance. In this 2D example there is no choice: it is the dotted line. If it were
a higher-dimensional dataset, PCA would also find a third axis, orthogonal to both previous axes, and a
fourth, a fifth, and so on—as many axes as the number of dimensions in the dataset.
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The following Python code uses NumPy’s svd() function to obtain all the principal components of the
training set, then extracts the two unit vectors that define the first two PCs:

- X_centered = X - X.mean(axis=0)
—» U, s, Vt = np.linalg.svd(X_centered)
~>»CT =VL.T[;, 0]

- €2 =Vt.T[;, 1]
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PCA assumes that the dataset is centered around the origin. As we will see, Scikit-Learn’s PCA classes
take care of centering the data for you. If you implement PCA yourself (as in the preceding example), or if
you use other libraries, don't forget to center the data first.

~® once you have identified all the principal components, you can reduce the dimensionality of the dataset
down to d dimensions by projecting it onto the hyperplane defined by the first d principal components.
Selecting this hyperplane ensures that the projection will preserve as much variance as possible.
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The following Python code projects the training set onto the plane defined by the first two principal
components:

-—» W2 =VL.T[;, :2]

— X2D = X_centered.dot(W2) ]—1) ot E’mdﬂd" ’

- Tn Skl Bde wildl  (wok Loie

—o from sklearn.decomposition import PCA W_.,(_BW-PM ‘- dijWAMAMOw ak
-—» pca=PCA(n_components = 2) T !

—8 X2D = pca.fit_transform(X) whdr e wamkt o olisce -

—5
Another useful piece of information is the explained variance ratio of each principal component, available

via the explained_variance_ratio_ variable. The ratio indicates the proportion of the dataset’s variance
that lies along each principal component. For example, let's look at the explained variance ratios of the
first two components of the 3D dataset represented in

== pea - ezaf)laﬁm{#\faﬁm _ xatle__
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—Pinstead of arbitrarily choosing the number of dimensions to reduce down to, it is simpler to choose the
number of dimensions that add up to a sufficiently large portion of the variance (e.g., 95%). Unless, of
course, you are reducing dimensionality for data visualization—in that case you will want to reduce the
dimensionality down to 2or 3.

The following code performs PCA without reducing dimensionality, then computes
the minimum number of dimensions required to preserve 95% of the training set’s
variance:

<3 pca = POA()
_s pa- fit(%-tadn)
—  Wium = np. womsum [ch. @Ptafymg{ _ Vlonnee _ 3ako- )
— d= np. Cuﬂmx(wmvm>=0'°l5_)+'l
!’»d@"' oud o <ok mfwwfgmw=d amd  Aun pLA
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=P there is a much better option: instead of specifying the number of principal components you want to pre-
serve, you can set n_components to be a float between 0.0 and 1.0, indicating the ratio of variance you
wish to preserve:

—» pca = PCA(n_components=0.95)
—p X_reduced = pca.fit_transform(X_train)

—pYet another option is to plot the explained variance as a function of the number of dimensions (simply
plot cumsum; see Figure ). There will usually be an elbow in the curve, where the explained variance
stops growing fast. In this case, you can see that reducing the dimensionality down to about 100

dimensions wouldn’t lose too much explained variance. O = s S up
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After dimensionality reduction, the training set takes up much less space. As an example, try applying
PCA to the MNIST dataset while preserving 95% of its variance. You should find that each instance will
have just over 150 features, instead of the original 784 features. So, while most of the variance is
preserved, the dataset is now less than 20% of its original size! This is a reasonable compression ratio,
and you can see how this size reduction can speed up a classification algorithm (such as an SVM
classifier) tremendously,
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The following code compresses the MNIST dataset down to 154 dimensions, then uses the
inverse_transform() method to decompress it back to 784 dimensions:
— pca = PCA(n_components =154)
—p X_reduced = pca.fit_transform(X_train)
-» X_recovered = pca.inverse_transform(X_reduced)

—p Figure shows a few digits from the original training set (on the left), and the corresponding digits after
compression and decompression. You can see that there is a slight image quality loss, but the digits are

still mostly intact.
Original Compressed
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— If you set the svd_solver hyperparameter to "randomized’, Scikit-Learn uses a stochastic algorithm called
Randomized PCA that quickly finds an approximation of the first d principal components. Its

computational complexity is. O (Mxa*) + O(g, 3) instead of. Amxn™) +0O( n3)for the full SVD
approach, so it is dramatically faster than full SVD when d is much smaller than n:

~—» rnd_pca = PCA(n_components=154, svd_solver="randomized")
— X_reduced = rnd_pca.fit_transform(X_train)

By default, svd_solver is actually set to "auto”: Scikit-Learn automatically uses the randomized PCA
algorithm if m or n is greater than 500 and d is less than 80% of m or n, or else it uses the full SVD
approach. If you want to force Scikit-Learn to use full SVD, you can set the svd_solver hyperparameter to
"full".

— One problem with the preceding implementations of PCA is that they require the whole training set to fit
in memory in order for the algorithm to run. Fortunately, Incremental PCA (IPCA) algorithms have been
developed. They allow you to split the training set into mini-batches and feed an IPCA algorithm one mini-
batch at a time.This is useful for large training sets and for applying PCA online (i.e., on the fly, as
new instances arrive)

— komel PLA 2-

the kernel trick, a mathematical technique that implicitly maps instances into a very high-dimensional
space (called the feature space), enabling nonlinear classification and regression with Support Vector
Machines. Recall that a linear decision boundary in the high-dimensional feature space corresponds to a
complex nonlinear decision boundary in the original space. It turns out that the same trick can be applied

to PCA, making it possible to perform complex nonlinear projections for dimensionality reduction. This is
called Kernel PCa (K PLAY)-

from sklearn.decomposition import KernelPCA
rf_pca = KernelPCA(n_components = 2, kernel="rbf", gamma=0.04)
X_reduced = rbf_pca fit_transform(X)

Linear kernel RBF kernel, y=0.04 Sigmoid kernel, y=1073,r=1
0.4 4
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shows the Swiss roll, reduced to two dimensions using a linear kernel(equivalent to simply using the PCA
class), an RBF kernel, and a sigmoid kernel.



—gAnother approach, this time entirely unsupervised, is to select the kernel and hyperparameters that yield
the lowest reconstruction error. Note that reconstruction is not as easy as with linear PCA. Here’s why.
Figure shows the original Swiss roll 3D dataset (top left) and the resulting 2D dataset after kPCA is
applied using an RBF kernel (top right). Thanks to the kernel trick, this transformation is mathematically
equivalent to using the feature map ¢ to map the training set to an infinitedimensional feature space
(bottom right), then projecting the transformed training set down to 2D using linear PCA.
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Locally Linear Embedding (LLE) is another powerful nonlinear dimensionality reduction (NLDR)
technique. It is a Manifold Learning technique that does not rely on projections, like the previous
algorithms do. In a nutshell, LLE works by first measuring how each training instance linearly relates to
its closest neighbors (c.n.), and then looking for a low-dimensional representation of the training set
where these local relationships are best preserved. This approach makes it particularly good at unrolling
twisted manifolds, especially when there is not too much noise.

from sklearn.manifold import LocallyLinearEmbedding
lle = LocallyLinearEmbedding(n_components=2, n_neighbors=10)
X_reduced = lle.fit_transform(X)
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Although most of the applications of Machine Learning today are based on supervised learning (and as a
result, this is where most of the investments go to), the vast majority of the available data is unlabeled:
we have the input features X, but we do not have the labels y. The computer scientist Yann LeCun
famously said that “if intelligence was a cake, unsupervised learning would be the cake, supervised
learning would be the icing on the cake, and reinforcement learning would be the cherry on
the cake.” In other words, there is a huge potential in unsupervised learning that we have only barely
started to sink our teeth into.

Clustering

The goal is to group similar instances together into clusters. Clustering is a great
tool for data analysis, customer segmentation, recommender systems, search
engines, image segmentation, semi-supervised learning, dimensionality reduc-
tion, and more.

Anomaly detection

The objective is to learn what “normal” data looks like, and then use that to
detect abnormal instances, such as defective items on a production line or a new
trend in a time series.

Density estimation

—b

This is the task of estimating the probability density function (PDF) of the random
process that generated the dataset. Density estimation is commonly used for
anomaly detection: instances located in very low-density regions are likely to be
anomalies. It is also useful for data analysis and visualization.

MU%‘E-'

e itis the task of identifying similar instances and assigning them to clusters, or groups of similar

=D

instances. L& coud m*eyﬁ«ca,.

Just like in classification, each instance gets assigned to a group. However, unlike classification,
clustering is an unsupervised task. Consider Figure : on the left is the iris dataset, where each instance’s
species (i.e., its class) is represented with a different marker. It is a labeled dataset, for which
classification algorithms such as Logistic Regression, SVMs, or Random Forest classifiers are well
suited. On the right is the same dataset, but without the labels, so you cannot use a classification
algorithm anymore. This is where clustering algorithms step in: many of them can easily detect the lower-
left cluster. It is also quite easy to see with our own eyes, but it is not so obvious that the upper-right
cluster is composed of two distinct sub-clusters. That said, the dataset has two additional features
(sepal length and width), not represented here, and clustering algorithms can make good use of all
features, so in fact they identify the three clusters fairly well (e.g., using a Gaussian mixture model, only 5
instances out of 150 are assigned to the wrong cluster).
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There is no universal definition of what a cluster is: it really depends on the context, and different
algorithms will capture different kinds of clusters. Some algorithms look for instances centered around a
particular point, called a centroid. Others look for continuous regions of densely packed instances: these
clusters can take on any shape. Some algorithms are hierarchical, looking for clusters of clusters. And
the list goes on.



K Means Algorithm Overview

The K-means algorithm is a popular unsupervised machine learning method used for
clustering data into K distinct groups based on feature similarity. Mathematically, it
partitions a set of n data points in a d-dimensional space into K clusters
{C1,C,,...,Ck } such that the within-cluster sum of squares (WCSS) is minimized.
Below is a detailed mathematical exposition of the K-means algorithm.

1. Mathematical Formulation

1.1. Data Representation

Let X = {x;,X3,...,X, } be a set of n data points, where each x; € R% is a d-
dimensional vector.

1.2. Cluster Centers

The goal is to find K cluster centers (also called centroids) {ft;, i£s, - - -, i }» Where
each p, € RY, that best represent the clusters.

1.3. Objective Function

K-means aims to minimize the within-cluster sum of squares (WCSS), which is

defined as:

K
wess =3 3w — |

k=1 x; €Cy,

Where:
o (% is the set of points assigned to cluster k.

e ||xi — p||? is the squared Euclidean distance between point x; and centroid g, .

1.4. Optimization Problem

Formally, the K-means clustering problem can be stated as:



K
. 2
min X; —
{ck},{nk}z 2 i =

k=1 x; €Cy
Subject to:
e Cr C X for all k.
° UkK=1 Cr = &.

e Cr,NCr =0 forall k # K.

2. Algorithm Steps

The K-means algorithm iteratively optimizes the objective function through two main
steps: Assignment and Update.

2.1. Initialization

« Random Initialization: Select K distinct data points randomly from X as the

initial centroids {ugo) , ugo) yee ,uﬁ? }.

e Alternative Methods: Techniques like K-means++ can be used to choose initial

centroids to improve convergence and solution quality.

2.2. Assignhment Step

Given the current centroids {p,gt) , u;t) yoon ,p,;?} at iteration ¢, assign each data point

to the nearest centroid:
0 = {x e |l Wl I < I — ) PV € 12 K}

2.3. Update Step

Recompute the centroids as the mean of all data points assigned to each cluster:

(t+1) 1 . _
[TA _—|C’(t)| Z x; foreachk=1,2,...,K

ket

2.4. Convergence Criteria

The algorithm repeats the Assignment and Update steps until one of the following

conditions is met:



1. Centroid Stabilization: The centroids do not change significantly between

(t+1)

iterations, i.e., |[p, 7 — ug) | < eforall k, where € is a small threshold.

2. Maximum Iterations: A predefined maximum number of iterations is reached.

3. No Change in Assignments: The cluster assignments {C}, } do not change
between consecutive iterations.

3. Mathematical Properties

3.1. Convergence

K-means is guaranteed to converge to a local minimum of the WCSS objective
function. However, it may not find the global minimum due to its dependence on the
initial centroid positions.

3.2. Computational Complexity

Each iteration of the K-means algorithm has a computational complexity of O(nKd),
where:

e n is the number of data points.
e K is the number of clusters.

e d is the dimensionality of the data.

The total complexity depends on the number of iterations until convergence.

3.3. Optimality

K-means solves the clustering problem via Lloyd's algorithm, which is an instance of
the Expectation-Maximization (EM) algorithm for Gaussian mixtures with equal
spherical covariance and equal priors. However, K-means assumes clusters are convex
and isotropic, which may not hold in all datasets.

4. Extensions and Variations

Several variations of the K-means algorithm have been proposed to address its
limitations:

« K-means++: Improves initialization by spreading out the initial centroids,
leading to better convergence properties.



e Mini-Batch K-means: Uses small random subsets (mini-batches) of data for
updates, enhancing scalability for large datasets.

 Kernel K-means: Extends K-means to non-linear cluster boundaries by applying

kernel functions.

5. Example
Consider a simple 2-dimensional dataset with n = 4 points:

X ={x; =(1,2), x, =(1,4), x3 = (1,0), x4, = (10,2)}
Let K = 2.

Initialization:

 Suppose we randomly choose ‘40) = (1,2) and [.Lgo) = (10, 2).

Assignment:

0
e x; and x4y are closer to Mg ),

e X3 is closer to ugo) :

* X4 is assigned to p,go) :

Update:
o New i) = 1((1,2) + (1,4) + (1,0)) = (1,2)
« New p,gl) = (10, 2) (unchanged)

Convergence:

e Since the centroids did not change, the algorithm converges with the final

clusters:
e C1 ={x1,%x2,%x3}

« O ={x4}

6. Limitations

* Choosing K: Determining the optimal number of clusters K is non-trivial and
often requires methods like the EIbow Method or Silhouette Analysis.



e Sensitivity to Initialization: Poor initial centroid selection can lead to
suboptimal clustering.

e Assumption of Spherical Clusters: K-means works best when clusters are
spherical and equally sized, which may not hold for all datasets.

e Scalability: While efficient for small to medium-sized datasets, K-means can be
computationally intensive for very large datasets without modifications like Mini-
Batch K-means.

7. Conclusion

Mathematically, K-means is an iterative optimization algorithm aimed at partitioning
data into K clusters by minimizing the within-cluster variance. Its simplicity and
efficiency make it a widely used clustering technique, though it comes with
assumptions and limitations that must be considered in practical applications.
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The vast majority of the instances were clearly assigned to the appropriate cluster, but a few instances
were probably mislabeled (especially near the boundary between the top-left cluster and the central
cluster). Indeed, the K-Means algorithm does not behave very well when the blobs have very different
diameters because all it cares about when assigning an instance to a cluster is the distance to the
centroid. Instead of assigning each instance to a single cluster, which is called hard clustering, it can be
useful to give each instance a score per cluster, which is called soft clustering. The score can be the
distance between the instance and the centroid; conversely, it can be a similarity score (or affinity), such
as the Gaussian Radial Basis Function.

5/5
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The computational complexity of the algorithm is generally linear with regard to the number of instances
m, the number of clusters k, and the number of dimensions n. However, this is only true when
the data has a clustering structure. If it does not, then in the worstcase scenario the complexity can
increase exponentially with the number of instances. In practice, this rarely happens, and K-Means is
generally one of the fastest clustering algorithms.
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If you happen to know approximately where the centroids should be (e.g., if you ran another clustering
algorithm earlier), then you can set the init hyperparameter to a NumPy array containing the list of
centroids, and set n_init to 1:

good_init = np.array([[-3, 3], [-3, 2], [-3, 1], [-1, 2], [0, 2]])
kmeans = KMeans(n_clusters=5, init=good_init, n_init=1)

Another solution is to run the algorithm multiple times with different random initializations and keep the
best solution. The number of random initializations is controlled by the n_init hyperparameter: by default,
it is equal to 10, which means that the whole algorithm described earlier runs 10 times when you call fit(),
and ScikitLearn keeps the best solution. But how exactly does it know which solution is the

best? It uses a performance metric! That metric is called the model's inertia, which is the mean squared
distance between each instance and its closest centroid.

An important improvement to the K-Means algorithm, K-Means++, was proposed in a 2006 paper by
David Arthur and Sergei Vassilvitskii.3 They introduced a smarter initialization step that tends to select
centroids that are distant from one another, and this improvement makes the K-Means algorithm much
less likely to converge to a suboptimal solution. They showed that the additional computation required
for the smarter initialization step is well worth it because it makes it possible to drastically reduce the
number of times the algorithm needs to be run to find the optimal solution.

—»
Instead of using the full dataset at each iteration, the algorithm is capable of using mini-batches, moving

the centroids just slightly at each iteration. This speeds up the algorithm typically by a factor of three or
four and makes it possible to cluster huge datasets that do not fit in memory. Scikit-Learn implements
this algorithm in the MiniBatchKMeans class. You can just use this class like the KMeans class:

from sklearn.cluster import MiniBatchKMeans
minibatch_kmeans = MiniBatchKMeans(n_clusters=5)
minibatch_kmeans.fit(X)
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It is important to scale the input features before you run K-Means or the clusters may be very stretched

and K-Means will perform poorly. Scaling the features does not guarantee that all the clusters will be nice
and spherical, but it generally improves things.
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This algorithm defines clusters as continuous regions of high density. Here is how it works:

“ For each instance, the algorithm counts how many instances are located within a small distance
e (epsilon) from it. This region is called the instance’s eneighborhood.

. If an instance has at least min_samples instances in its e-neighborhood (including itself), then it
is considered a core instance. In other words, core instances are those that are located in dense
regions.

- All instances in the neighborhood of a core instance belong to the same cluster. This
neighborhood may include other core instances; therefore, a long sequence of neighboring core
instances forms a single cluster.

. Any instance that is not a core instance and does not have one in its neighborhood is considered
an anomaly
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—® This clustering is represented in the lefthand plot of . As you can see, it identified quite a lot of anomalies,
plus seven different clusters. How disappointing! Fortunately, if we widen each instance’s neighborhood
by increasing eps to 0.2, we get the clustering on the right, which looks perfect. Let’s continue with this

model.
eps=0.05, min_samples=5 eps=0.20, min_samples=5
1.0 4
0.5 1
X2
0.0 -
-0.5
-1 0 1 2
X1 X1
(5] °
br6 - M?AAJDM KRaAung
—D

DBSCAN is a very simple yet powerful algorithm capable of identifying any number of clusters of any
shape. It is robust to outliers, and it has just two hyperparameters (eps and min_samples). If the density
varies significantly across the clusters, however, it can be impossible for it to capture all the clusters
properly. Its computational complexity is roughly O(m log m), making it pretty close to linear with regard
to the number of instances, but Scikit-Learn’s implementation can require up to. O(_ﬂl" memory if eps
is large.






